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**1. Introducción**

**a. Antecedentes**

Hay que realizar una práctica para clase para poder obtener los conocimientos necesarios para sacar la asignatura adelante. La práctica consiste en aprender a programar mediante la utilización de semáforos.

**b. Entorno de desarrollo**

Windows 10 Pro de 64 bits

Con el programa Eclipse Java Oxygen

**2. Introducción**

1. **Explicación del programa a resolver**

Hay que implementar una aplicación que simule una red de metro.

La línea consta de 18 estaciones y con un mínimo de 3 trenes y máximo de 10 trenes

En cada estación existe un semáforo que inicialmente se encuentra en verde y cuando el tren llega a la estación, el semáforo se muestra en rojo. Cuando el tren sale a una nueva estación, pone en verde el semáforo de la estación anterior.

Ejemplo: el tren llega a la estación 3 y pone dicha estación en rojo para que no pueda pasar nadie más. Cuando dicho tren va a la estación 4 pone el semáforo en rojo y pone en verde el semáforo de la estación 3.

Se puede elegir el número de vueltas que dan los trenes entre 1 y 10.

Cuando un tren llega a la última estación y no se encuentra en la última vuelta, vuelve a empezar desde la estación 1.

Existe un tiempo de recorrido entre cada estación y además existe un tiempo aleatorio de estacionamiento en cada estación.

**3. Solución**

Se mostrará el Código Fuente y a continuación una explicación de dicho código

|  |
| --- |
| **Inicialización** |
| package metro;  import java.io.File;  import java.util.ArrayList;  import java.util.Random;  import java.util.concurrent.Semaphore;  class Inicializacion {  public static int numEstaciones;  public static int numTrenes;  public static int vueltas;  public static final int paradasL3 = 18;  // public static final int minNumEstaciones = 12;  public static Semaphore[] smfEstaciones;  public static Semaphore smfTren = new Semaphore(0);  public static Semaphore mutex= new Semaphore (1);  public static final String RutaNombreParadas = "G:"+File.separator+"PROYECTOS"+File.separator+"PSP"+File.separator+"Semaforos-Metro"+File.separator+"src"+File.separator+"L3.txt"; //Ruta del archivo donde se encuentran los nombres de las estaciones  public static ArrayList<String> nombreParadas = new ArrayList<String>(); // Creo un array con los nombres de las paradas  public static String[] nombreEstaciones;  public static int[][] estacionOcupada; // En la primera columna se indicará el nº de estación que es, en la segunda si está ocupada(poner nº tren) o no (poner 99)  public static final int columnas = 2;  public static Random aleatorio = new Random();  } |

En esta primera clase inicializamos todas las variables que vamos a tener.

Declaramos el número de estaciones, el número de trenes y el número de vueltas que vamos a tener que los inicializaremos más adelante en la clase **Main**.

Declaramos e inicializamos una constante con el número de paradas de la Línea 3 de metro, en esta línea hay 18 paradas.

Se inicializó un número mínimo de estaciones (ahora comentado) que explicaremos más adelante el porqué de esta inicialización.

Declaramos un array de semáforos, uno para cada estación, que inicializaremos en el **Main** después de haber inicializado los valores anteriores.

Declaramos e inicializamos un semáforo para los trenes que inicializamos a 0, este semáforo controla el movimiento de los trenes.

Declaramos e inicializamos un semáforo que se llama mutex que inicializamos a 1, este semáforo controla que solo entre un tren a una estación y no pregunten dos trenes a la vez por la misma estación.

Declaramos una constante String con la ruta del archivo que contiene los nombres de las estaciones. Se utiliza File.separator para que la ruta sea válida en todos los sistemas operativos.

Declaramos un arrayList de String para posteriormente guardar el nombre de las estaciones y poderlas utilizar.

Declaramos un array para el nombre de las estaciones, ya que con este tipo de array le ponemos un tamaño exacto y evitamos posibles errores al leer el array.

Declaramos una matriz. En la primera columna se indicará el número de estación en la que nos encontramos y en la segunda columna nos mostrará si está ocupada o no. Si está ocupada nos mostrará el tren que está en dicha estación, si está vacía nos mostrará un 99.

Declaramos e inicializamos una constante para más adelante indicar a la matriz que tiene solo dos columnas.

Declaramos un Random para poderlo utilizar en los sleeps para que el tiempo de espera sea aleatorio, los valores del aleatorio, se decidirán cuando se utilice.

|  |
| --- |
| **Main** |
| package metro;  import java.io.IOException;  import java.util.concurrent.Semaphore;  import javax.swing.JOptionPane;  public class Main {  private static Trenes a\_trenes[];  public static void main(String[] args) {  Metodos m = new Metodos(); // Clase métodos  /\* \*  \* INICIALIZACIÓN DE LAS ESTACIONES \*  \* \*/  /\*do {  try {  Inicializacion.numEstaciones = Integer.parseInt(JOptionPane.showInputDialog("Introduce nº de estaciones (mín 12 " + Inicializacion.minNumEstaciones + " y máx " + Inicializacion.paradasL3 + "): "));  } catch (NumberFormatException e) {  System.err.println("Debes introducir un número entero.");  }  } while(Inicializacion.numEstaciones < Inicializacion.minNumEstaciones || Inicializacion.numEstaciones > Inicializacion.paradasL3);  \*/  Inicializacion.numEstaciones = Inicializacion.paradasL3;  System.out.print("El número de estaciones introducidas es: " + Inicializacion.numEstaciones + "\n\n\n");  Inicializacion.nombreEstaciones = new String[Inicializacion.numEstaciones];  try {  m.inicializarArrayList(Inicializacion.RutaNombreParadas, Inicializacion.nombreParadas);  m.mostrarArrayList(Inicializacion.nombreParadas);  System.out.print("\n\n\n");  m.inicializarArrayNombres();  m.mostrarArrayNombres();  } catch (IOException e) {  System.out.println("El archivo no está disponible.");  }  /\* \*  \* INICIALIZACIÓN DE LOS TRENES \*  \* \*/  do {  try {  Inicializacion.numTrenes = Integer.parseInt(JOptionPane.showInputDialog("Introduce nº de trenes (mín 3 y máx 10): "));  } catch (NumberFormatException e) {  System.err.println("Debes introducir un número entero.");  }  } while(Inicializacion.numTrenes < 3 || Inicializacion.numTrenes > 10);  System.out.println("El número de trenes es de: " + Inicializacion.numTrenes);  /\* \*  \* INICIALIZACIÓN DE LAS VUELTAS QUE DARÁN LOS TRENES \*  \* \*/  do {  try {  Inicializacion.vueltas = Integer.parseInt(JOptionPane.showInputDialog("Introduce nº de vueltas(mín 1 y máx 10): "));  } catch (NumberFormatException e) {  System.err.println("Debes introducir un número entero.");  }  } while(Inicializacion.vueltas < 1 || Inicializacion.vueltas > 10);  System.out.println("El número de vueltas es de: " + Inicializacion.vueltas + "\n\nEmpezando a pasar trenes.\n\n\n");  try {  Inicializacion.estacionOcupada = new int[Inicializacion.numEstaciones][Inicializacion.columnas];  m.inicializarMatrizEstacion();  } catch (IOException e) {  System.out.println("Error en la inicialización de la matriz.");  }  Inicializacion.smfEstaciones = new Semaphore[Inicializacion.numEstaciones];  for(int i = 0; i < (Inicializacion.numEstaciones-1); i++) Inicializacion.smfEstaciones[i] = new Semaphore(1);  // Inicializo a 1 todos menos el ultimo que es a cero  // porque se me va a poner a 1 cuando el primer tren llegue a la primera estacion  Inicializacion.smfEstaciones[Inicializacion.numEstaciones-1] = new Semaphore(0);  System.out.println("Inicializados los semáforos.");  a\_trenes = new Trenes[Inicializacion.numTrenes];  /\* \*  \* INICIANDO RED DE METRO \*  \* \*/  Ventana v = new Ventana("Red de metro"); // Clase ventana  for (int j = 0; j < Inicializacion.numTrenes; j++) {  a\_trenes[j] = new Trenes(j,v,Inicializacion.vueltas);  a\_trenes[j].start();  try {  Thread.sleep(Inicializacion.aleatorio.nextInt(3000)+2500);  } catch (InterruptedException e) {  e.printStackTrace();  }  }  }  } |

Lo primero que hacemos en la clase Main es inicializar el número de estaciones que va a tener nuestra línea. Ahora está puesto para que tenga un número fijo de estaciones (18) pero en un futuro el programa puede pedir el número de estaciones que se quieren y que la ventana se adecúe al número de estaciones que quiera el usuario. De ahí que se haya querido dejar este código comentado, para una futura mejora del programa.

Teniendo el número de estaciones, inicializamos los dos arrays para las estaciones y mostramos por consola los arrays para ver que no ha habido ningún fallo.

Después inicializamos el número de trenes con un mínimo de 3 trenes y un máximo de 10 y mostramos por consola que se haya guardado bien. Hacemos lo mismo con el número de vueltas con un mínimo de 1 y un máximo de 10.

Ahora pasamos a la declaración del array. Con este código Inicializacion.estacionOcupada = new int[Inicializacion.numEstaciones][Inicializacion.columnas]; le indicamos que va a haber dos columnas y tantas filas como estaciones hayamos inicializado. Llamamos al método para inicializar dicha matriz que en la siguiente clase explicaremos como se inicializa.

Una vez hecho todo lo anterior, inicializamos el array del semáforo para las estaciones, le ponemos el mismo tamaño que estaciones hay y con un bucle lo inicializamos a uno para indicar que se puede pasar por cada estación, excepto en la última estación que se inicializará a cero porque cuando el tren pase por la primera estación, va a inicializar la última estación y de esta forma evitamos una posible colisión de los trenes en la misma estación por no haberse cerrado ese semáforo.

Después de esta parte, creamos un array de la clase **Trenes**, aquí lo declararemos para luego crear los hilos con los que trabajaremos.

Llamamos a la ventana pasándole por parámetros el nombre que va a llevar nuestra ventana.

Por último, con un bucle creamos los hilos de los trenes, cada hilo va a llevar pasado por parámetros el número de tren que es, la ventana que utilizamos y la inicialización de vueltas.

Hacemos que el hilo empiece y hacemos que el programa se duerma un número aleatorio de tiempo para retrasar la ejecución de cada tren.

El aleatorio lo creamos llamando al Random que teníamos creado en la clase **Inicializacion**. En este caso le decimos que espere un tiempo entre 3000 y 2500 milisegundos.

|  |
| --- |
| **Métodos** |
| package metro;  import java.io.BufferedReader;  import java.io.FileReader;  import java.io.IOException;  import java.util.ArrayList;  import java.util.Iterator;  public class Metodos {  public void inicializarArrayList(String ruta,ArrayList<String> arrayList) throws IOException {  BufferedReader buffer = new BufferedReader(new FileReader(ruta)); // Creamos un buffer del contenido de los archivos  String linea = buffer.readLine(); // Leo la primera línea y si no es igual a null entro en el bucle  while(linea != null) { // mientras estoy en el bucle relleno el arrayList hasta que linea sea igual a null  arrayList.add(linea);  linea = buffer.readLine();  }  buffer.close(); // Cierro el buffer del fichero que hemos accedido para evitar consumir más recursos de los deseados  }  public void mostrarArrayList(ArrayList<String> arrayList) {  Iterator<String> it = arrayList.iterator();  while(it.hasNext()) {  System.out.println(it.next());  }  }  public void inicializarArrayNombres() throws IOException {  Iterator<String> it = Inicializacion.nombreParadas.iterator();  for(int i = 0; i < Inicializacion.numEstaciones; i++) {  if(it.hasNext()) {  String nombre = it.next();  Inicializacion.nombreEstaciones[i] = nombre;  }  }  }  public void mostrarArrayNombres() {  for(int i = 0; i < Inicializacion.numEstaciones; i++) {  System.out.println("Estación: " + Inicializacion.nombreEstaciones[i]);  }  }  public void inicializarMatrizEstacion() throws IOException {  for(int i = 0; i < Inicializacion.numEstaciones; i++) {  Inicializacion.estacionOcupada[i][1] = 99; // Iniciamos a 99 porque no hay ninguna estación ocupada  }  for(int i = 0; i < Inicializacion.numEstaciones; i++) {  Inicializacion.estacionOcupada[i][0] = i; // Iniciamos el nº de estación que es  }  }  } |

El *primer método* que tenemos es el de inicializar el array list al que le hemos pasado por parámetros la ruta y el nombre del array. A este método le añadimos la excepción *IOException*.

Dentro de este método, creamos y abrimos un buffer del contenido del archivo que le estamos pasando.

Creamos una variable y en ella leemos la primera línea, si está vacío el archivo contendrá **null** y no nos entrará en el bucle while que tenemos a continuación.

Si no está vacío significa que esta variable no contiene null y entra en el bucle. Dentro del bucle añadimos al arrayList cada línea que vayamos leyendo. Después de guardar la línea, leemos la siguiente y el bucle vuelve a chequear si contiene null o no. Este proceso se repite hasta salir del bucle. Una vez fuera del bucle, cerramos el buffer que habíamos creado anteriormente.

En el *segundo método* vamos a mostrar en la consola el arrayList que acabamos de inicializar. Para ello creamos un iterator y vamos leyendo con un bucle while y cuando acaba el arrayList, sale del bucle y de este método.

En el *tercer método* vamos a inicializar el array de nombres, le añadimos también la excepción *IOException*.

Volvemos a crear un iterator para recorrer el arrayList y con un bucle for, vamos leyendo con el iterator y a la vez vamos añadiendo valores al array. Cuando el bucle acaba es porque no se le pueden poner más estaciones al array.

En el *cuarto método* vamos a mostrar el array que acabamos de crear, con un bucle for recorremos el array y lo vamos mostrando en la consola para saber si hay algún fallo o no.

En el *quinto y último método* vamos a inicializar la matriz, a este método también le tenemos que añadir la excepción.

Creamos dos bucles for.

En el primero hemos inicializado a 99 la segunda columna de la matriz, el 99 indica que está vacío y en la clase **Trenes** vamos a ir cambiando los valores de esta columna según este vacía o no la estación. Si no está vacía, se escribirá el número de tren que la ocupa, si está vacía el 99 como hemos dicho anteriormente. La razón de utilizar el 99 y no el número cero es porque los arrays se inicializan en cero por lo que el primer hilo tren será el tren será el hilo cero y cometeríamos un gran fallo.

En el segundo bucle hemos inicializado el número de estación en la primera columna, empezando en cero y acabando en 17.

Cuando hayan acabado estos dos bucles, tendremos cada estación inicializada en 99 y preparada para recibir trenes.

|  |
| --- |
| **Trenes** |
| package metro;  import java.awt.Dimension;  import java.awt.Rectangle;  import javax.swing.ImageIcon;  class Trenes extends Thread {  int trenes;  private Ventana objVentana;  int vueltas;  final int distancia = 60;  ImageIcon icon;  Trenes(int tren, Ventana ventana, int vueltas){  this.trenes = tren;  this.objVentana = ventana;  this.vueltas = vueltas;  this.setName("Tren " + tren);  } // fin Trenes  void move(int estacion){  objVentana.labelImg[trenes].setVisible(true);  Rectangle r = objVentana.labelImg[trenes].getBounds();  Dimension dimensionR = r.getSize();  int x = objVentana.labelImg[trenes].getX();  while (x < objVentana.imagenesVerde[estacion].getX()-20) {  objVentana.labelImg[trenes].setBounds(x, objVentana.y, dimensionR.width, dimensionR.height);  try {  Thread.sleep(10);  } catch (InterruptedException e) {  e.printStackTrace();  }  x++;  }  }  void moveFinal() {  objVentana.labelImg[trenes].setVisible(true);  Rectangle r = objVentana.labelImg[trenes].getBounds();  Dimension dimensionR = r.getSize();  int x = objVentana.labelImg[trenes].getX();  while (x < objVentana.imagenesVerde[Inicializacion.numEstaciones-1].getX()+200) {  objVentana.labelImg[trenes].setBounds(x, objVentana.y, dimensionR.width, dimensionR.height);  try {  Thread.sleep(10);  } catch (InterruptedException e) {  e.printStackTrace();  }  x++;  }  }  public void run() {  try {  System.out.println("soy el " + this.getName() +" entrando");  do { // while vueltas  // evitamos que dos procesos comprueben si la estación está vacía a la vez, ya que podría darse una falsa lectura  Inicializacion.mutex.acquire(); // Disminuye 1 mutex  System.out.println("Soy el " + this.getName() + " paso mutex");  int empezar = 0;  objVentana.labelImg[trenes].setVisible(false);  Rectangle r = objVentana.labelImg[trenes].getBounds();  Dimension dimensionR = r.getSize();  objVentana.labelImg[trenes].setBounds(empezar, objVentana.y, dimensionR.width, dimensionR.height);  for(int estacion = 0; estacion < Inicializacion.numEstaciones; estacion++) {  boolean continuar = false;  while(!continuar) {  if(Inicializacion.estacionOcupada[estacion][1] == 99) {  Thread.sleep(Inicializacion.aleatorio.nextInt(1800)+500);  objVentana.imagenesRojo[estacion].setVisible(true); objVentana.imagenesVerde[estacion].setVisible(false);  Inicializacion.smfEstaciones[estacion].acquire();  Inicializacion.smfTren.release(); // +1. Activa mov tren  System.out.println(this.getName() + " moviendose");  if(estacion == 0) {  move(estacion); Inicializacion.estacionOcupada[estacion][1] = trenes; // Pongo el valor a la estación con el nº de tren Inicializacion.estacionOcupada[Inicializacion.numEstaciones-1][1] = 99; // La estación anterior la vacío con 99 Inicializacion.smfEstaciones[Inicializacion.numEstaciones-1].release(); // Activo el semáforo de la estación anterior objVentana.imagenesVerde[Inicializacion.numEstaciones-1].setVisible(true); objVentana.imagenesRojo[Inicializacion.numEstaciones-1].setVisible(false);  } else {  move(estacion); Inicializacion.estacionOcupada[estacion][1] = trenes; // Pongo el valor a la estación con el nº de tren  Inicializacion.estacionOcupada[estacion-1][1] = 99; // La estación anterior la vacío con 99 Inicializacion.smfEstaciones[estacion-1].release(); // Activo el semáforo de la estación anterior  objVentana.imagenesVerde[estacion-1].setVisible(true); objVentana.imagenesRojo[estacion-1].setVisible(false);  } // fin del if ver estaciones  System.out.println("Soy " + this.getName() + " en la vuelta " + vueltas + " y estoy en la estación " + Inicializacion.nombreEstaciones[estacion]);  Inicializacion.smfTren.acquire(); // -1. Desactiva mov tren  System.out.println(this.getName() + " parado");    Inicializacion.mutex.release(); // Aumenta 1 mutex  continuar = true;  } else {  objVentana.imagenesRojo[estacion].setVisible(true);  objVentana.imagenesVerde[estacion].setVisible(false);  System.out.println("Esperando a que " + this.getName() + " tenga libre la estación: " + Inicializacion.nombreEstaciones[estacion]);  continuar = false;  Thread.sleep(Inicializacion.aleatorio.nextInt(1500)+1000);  } // fin del if  } // fin while  } // fin for estaciones  Thread.sleep(Inicializacion.aleatorio.nextInt(1800)+500);  moveFinal();  System.out.println("Soy " + this.getName() + " en la vuelta " + vueltas);  vueltas--;  } while(vueltas > 0);  Thread.sleep(1000);  objVentana.labelImg[trenes].setVisible(false);  Inicializacion.estacionOcupada[Inicializacion.numEstaciones-1][1] = 99;  objVentana.imagenesVerde[Inicializacion.numEstaciones-1].setVisible(true);  objVentana.imagenesRojo[Inicializacion.numEstaciones-1].setVisible(false);  System.out.println("\n\nSoy " + this.getName() + " en la vuelta " + vueltas + ". He acabado el recorrido");  JOptionPane.*showMessageDialog*(**null**, "El " + **this**.getName() + " ha terminado de pasar","El programa ha terminado", JOptionPane.***WARNING\_MESSAGE***);  } catch(NullPointerException e) {  e.printStackTrace();  } catch (InterruptedException e) {  e.printStackTrace();  }  }  } |

En esta nueva clase vamos a manejar los hilos y el movimiento de cada tren. Lo primero que hacemos a esta clase es añadirle la extensión Thread.

Declaramos las variables y los objetos que le hemos pasado por parámetros y luego creamos un constructor en el que recogemos estos datos que han sido pasado por parámetros y los guardamos en unas variables que usaremos durante la clase. Además creamos un nombre para el tren que estamos pasando para poderlo llamar posteriormente.

Ahora nos encontramos con el método *move*, este método se va a encargar de que el tren se mueva por las estaciones.

Actualmente se encuentran los trenes ocultos, con este método lo primero que hacemos el que el tren que vayamos a utilizar sea visible.

Utilizamos el método *Rectangle*, con esta función vamos a coger los valores del setBounds del tren que vamos a utilizar y los vamos a guardar. Con el método *Dimension* cogemos el ancho y el alto que hemos guardado del setBounds con el método anterior y lo guardamos.

Declaramos la variable x y la inicializamos sacando el valor del eje X donde se encuentra la imagen a utilizar.

Con un bucle while podemos hacer que el tren se mueva estación a estación, para ello la condición del while es que la variable x que acabamos de averiguar sea menor al valor del eje X de cada estación menos unos pixeles para que quede centrado en tren. Mientras que esta condición se cumpla realizaremos este código: objVentana.labelImg[trenes].setBounds(x, objVentana.y, dimensionR.width, dimensionR.height);

La x del setBounds indica el eje X, objVentana.y indica el eje Y, con dimensionR.width sacamos el ancho de la imagen y con dimensionR.height sacamos el alto.

Después de este código hacemos que el programa se duerma 10 milisegundos para retardar un poco este movimiento y por último hacemos que la x sume 1 por cada vez que se recorre el bucle, al sumar 1 a la x y esta x se encuentra en el setBounds conseguimos que se mueva de 1 en 1 hasta llegar a la estación que queremos ir.

También tenemos un método *moveFinal* que solo se ejecuta cuando el tren está en la última estación. En *move* el tren se movía de estación a estación y se quedaba parado en la última. Con esto logramos que el tren continúe hasta el final. Se ha decidido hacer en otro método diferente para una mejor legibilidad del código. La base de este método es la misma que en el anterior solo que la condición es que se hace cuando el tren llega a la última estación y avanza hacia delante hasta salir de la ventana.

Una vez aclarados estos conceptos, entramos en el hilo que habíamos llamado en la clase **Main**. Lo primero de todo lo que hacemos es crear un try-catch para controlar las excepciones que nos pueden salir.

Creamos un bucle while con las vueltas que van a dar los trenes, recordamos que se había inicializado en el Main y se pasó por parámetros y ese parámetro se guardo en una variable en el constructor. Utilizamos esta variable en el bucle con la condición de que las vueltas sean mayores que cero.

Al principio de este bucle, llamamos al semáforo *mutex* y restamos uno con acquire. De esta forma evitamos que dos procesos comprueben a la vez si la estación está vacía o no, ya que podría darnos una falsa lectura. Después sacamos por consola que el tren ha pasado a mutex para comprobar que está todo correcto. Inicializamos una variable a cero, ponemos el tren invisible e igual que hemos hecho en el método *move* obtenemos el *Rectangle*  y *Dimension* e inicializamos el setBounds en el ejeX como la variable que hemos inicializado a cero. Con esto conseguimos que cuando lleve una o más vueltas y el tren esté al final del recorrido que vuelva a empezar desde el principio recorriendo todas las estaciones de nuevo.

Al final de este bucle creamos un sleep con un tiempo aleatorio entre 1800 y 500 milisegundos que va a ser el tiempo que esté el tren en la última estación. Después llamamos al método *moveFinal*, escribimos en la consola la vuelta en la que nos encontramos y después restar una vuelta al número de vueltas que teníamos. Esta parte del código explicada quedaría de esta forma:

|  |
| --- |
| do{  Inicialización.mutex.acquire(); // Disminuye 1 mutex  System.out.println("Soy el " + this.getName() + " paso a mutex");  int empezar = 0;  objVentana.labelImg[trenes].setVisible(false);  Rectangle r = objVentana.labelImg[trenes].getBounds();  Dimension dimensionR = r.getSize();  objVentana.labelImg[trenes].setBounds(empezar, objVentana.y, dimensionR.width, dimensionR.height);  /\* CONTENIDO QUE SE EXPLICARÁ A CONTINUACIÓN \*/  Thread.sleep(Inicializacion.aleatorio.nextInt(1800)+500);  moveFinal();  System.out.println("Soy " + this.getName() + " en la vuelta " + vueltas);  vueltas--;  } while ( vueltas > 0); |

Después de esta línea de código objVentana.labelImg[trenes].setBounds(empezar, objVentana.y, dimensionR.width, dimensionR.height); creamos un bucle for, con él pasaremos por todas las estaciones que tenemos. Inicializamos un booleano para continuar el proceso siguiente y lo inicializamos en false. Creamos un bucle while con la condición de que continuar sea false. Una vez creado el bucle while empezamos con una condición.

Si la matriz de la estación a la que queremos acceder está vacía (igual a 99) crearemos un sleep de aleatorio que se encuentre entre 1800 y 500 milisegundos. Llamamos a la ventana y ponemos visible el semáforo en rojo de dicha estación e invisible el semáforo en verde.

Llamamos al array de semáforos y accedemos al semáforo de esa estación y con un acquire() bloqueamos la estación para evitar que otro tren pueda entrar en la estación. Llamamos al semáforo de los trenes y con un release() activamos el movimiento del tren. Para ver si hemos llegado hasta aquí y funciona todo correctamente, escribimos en la consola que el tren se está moviendo.

Creamos una nueva condición para controlar correctamente las estaciones.

Si la estación es igual a cero (es la primera) hacemos que se mueva el tren llamando al método *move*, llamamos a la matriz de las estaciones y en la estación en la que nos encontramos cambiamos en la segunda columna su valor, le vamos a poner como nuevo valor el número del tren en el que nos encontramos. Después en esa misma matriz llamamos a la última estación (estación 17 en nuestro caso pero se puede hacer más sencillo poniendo el total de estaciones menos uno) y le ponemos el valor 99 para indicar que el tren ya no se encuentra en esa estación y se ha quedado libre para que otro tren pueda entrar. Llamamos al semáforo de la última estación de la misma manera que a la matriz (total -1) y le hacemos un reléase() para activar el semáforo de dicha estación y permite el paso del siguiente tren. Llamamos a la ventana y hacemos visible el semáforo en verde e invisible el semáforo en rojo de la estación anterior.

\* Anotación: aunque sea la primera vuelta, llamamos a la última estación porque este mismo código nos va a servir para cuando estén en otras vueltas, de esta forma evitamos repetir código y añadir condiciones que pueden retrasar el programa en las siguientes vueltas.

\*Anotación 2: Recordamos que en la clase **Main** inicializamos el último semáforo de las estaciones a cero, el motivo es que aquí en la primera vuelta lo vamos a inicializar por lo que si lo inicializamos antes a 1, en un futuro nos podría haber dado un error y podrían entrar dos trenes en esta última estación.

Si la estación es distinta de cero, realizamos lo mismo de antes exceptuando una pequeña variación. Llamamos a *move* y cambiamos en la matriz de la estación el valor 99 por el tren que se encuentra en dicha estación. En la estación anterior ya no llamamos a la última, ahora podemos coger el número de la estación que nos encontramos y restarle uno, es decir, si nos encontramos en la estación tres, vamos a liberar la estación dos.

Llamamos a la matriz de la estación anterior y le ponemos el valor 99 para indicar que se ha vaciado, el semáforo de la estación anterior con un release() volvemos a activar el semáforo y llamamos a la ventana y activamos o desactivamos el semáforo verde y rojo de la estación anterior.

Esta parte del código quedaría de esta forma:

|  |
| --- |
| /\* CÓDIGO ANTERIOR \*/  if(estacion == 0) {  move(estacion);  Inicializacion.estacionOcupada[estacion][1] = trenes; // Pongo el valor a la estación con el nº de tren  Inicializacion.estacionOcupada[Inicializacion.numEstaciones-1][1] = 99; // La estación anterior la vacío con 99    Inicializacion.smfEstaciones[Inicializacion.numEstaciones-1].release(); // Activo el semáforo de la estación anterior  objVentana.imagenesVerde[Inicializacion.numEstaciones-1].setVisible(true);  objVentana.imagenesRojo[Inicializacion.numEstaciones-1].setVisible(false);  } else {  move(estacion);  Inicializacion.estacionOcupada[estacion][1] = trenes; // Pongo el valor a la estación con el nº de tren  Inicializacion.estacionOcupada[estacion-1][1] = 99; // La estación anterior la vacío con 99  Inicializacion.smfEstaciones[estacion-1].release(); // Activo el semáforo de la estación anterior  objVentana.imagenesVerde[estacion-1].setVisible(true);  objVentana.imagenesRojo[estacion-1].setVisible(false);  } // fin del if ver estaciones  /\* CÓDIGO POSTERIOR \*/ |

Para comprobar si hay algún fallo, en la consola ponemos un mensaje diciendo el número de tren que es, la vuelta en la que se encuentra y la estación por la que va.

El semáforo del tren con un acquire() desactivamos su movimiento y en la consola sacamos un mensaje que nos indica que el tren se ha parado.

Llamamos al semáforo mutex y con un release() volvemos a activarlo.

Por último le cambiamos el valor del booleano continuar a True.

Si la condición de que esté libre la estación no se cumple, llamamos a la ventana y le ponemos el semáforo en rojo en visible y el verde en invisible.

Sacamos en la consola un mensaje diciendo que el tren está esperando a que se quede libre la estación.

El booleano continuar le ponemos que siga siendo false.

Hacemos que el programa se duerma con un aleatorio entre 1500 y 1000 milisegundos. De esta forma conseguimos que el tren no pregunte continuamente y nos llene la consola con el mismo mensaje, además de dar tiempo al tren que tiene delante a avanzar a la siguiente estación.

Aquí acabamos la condición para saber si la estación está vacía o no. Después cerramos el bucle while continuar y por último cerramos el bucle for de las estaciones.

Después de cerrar el bucle for de las estaciones nos encontramos con el código que hemos explicado anteriormente que se encontraba al final del bucle while en el que chequeábamos si se habían acabado las vueltas o no.

Para finalizar el hilo, cuando salimos del bucle while de vueltas, dormimos de nuevo el programa, esta vez con 1000 milisegundos, hacemos que desaparezca la imagen del tren, llamamos a la matriz en la última estación y le damos el valor 99, llamamos a la ventana y ponemos el semáforo en verde como visible y en rojo como invisible y mostramos un mensaje en la consola que nos diga que el tren ya ha finalizado el recorrido. En la ventana hacemos que nos aparezca una alerta indicando que el tren ya ha acabado su recorrido.

Esta última parte la tenemos que hacer porque el tren llegaba a la última estación en la última vuelta, el tren se marchaba pero la estación se quedaba sin vaciar porque se salía de todos los bucles anteriores. Se quedaban todos los trenes bloqueados sin llegar a acabar ningún tren más, de esta manera corregimos este error y ya pueden acabar todos los trenes.

|  |
| --- |
| **Ventana** |
| package metro;  import java.awt.Color;  import java.awt.Container;  import java.awt.Font;  import java.awt.Image;  import javax.swing.Icon;  import javax.swing.ImageIcon;  import javax.swing.JFrame;  import javax.swing.JLabel;  import javax.swing.JPanel;  import javax.swing.JTextField;  @SuppressWarnings("serial")  public class Ventana extends JPanel{  private JFrame ventana = new JFrame();  private JTextField via1;  private Container container;  JLabel[] imagenesEstaciones;  JLabel[] imagenesVerde;  JLabel[] imagenesRojo;  JLabel[] nombres;  JLabel[] labelImg;  ImageIcon[] imgTrenes;  Icon[] iconoTrenes;  private final String imgMetro = "metro5.png";  private final String imgVerde = "verde5.gif";  private final String imgRojo = "rojo5.gif";  // Valores del eje Y  private final int ySemArriba = 170;  private final int yEstArriba = 60;  // Valores del ancho y el alto de las imágenes  private final int AnchoEstArriba = 55;  private final int AltoEstArriba = 31;  private final int AnchoSemArriba = 25;  private final int AltoSemArriba = 25;  int x = 0;  int y = 145;  public Ventana(String nombre) {  ventana.setName(nombre);  ventana.setTitle(nombre);  ventana.setSize(1250, 600);  ventana.setResizable(false);  ventana.setLocationRelativeTo(null);  ventana.setLayout(null);  container=ventana.getContentPane();  container.setBackground(Color.decode("#f8f9f9"));      /\* \*  \* NOMBRES \*  \* \*/  nombres = new JLabel[Inicializacion.numEstaciones];  for(int i = 0; i < Inicializacion.numEstaciones; i++) {  nombres[i] = new JLabel();  nombres[i].setText(Inicializacion.nombreEstaciones[i]);  nombres[i].setFont(new Font("Calibre", Font.PLAIN,9));  // System.out.println(nombres[i].getText());  }  /\* \*  \* IMAGENES \*  \* \*/  imgTrenes = new ImageIcon[]{  new ImageIcon(this.getClass().getResource("tren1\_peque.png")),  new ImageIcon(this.getClass().getResource("tren2\_peque.png")),  new ImageIcon(this.getClass().getResource("tren3\_peque.png")),  new ImageIcon(this.getClass().getResource("tren4\_peque.png")),  new ImageIcon(this.getClass().getResource("tren5\_peque.png")),  new ImageIcon(this.getClass().getResource("tren6\_peque.png")),  new ImageIcon(this.getClass().getResource("tren7\_peque.png")),  new ImageIcon(this.getClass().getResource("tren8\_peque.png")),  new ImageIcon(this.getClass().getResource("tren9\_peque.png")),  new ImageIcon(this.getClass().getResource("tren10\_peque.png")) // 10  };  labelImg = new JLabel[Inicializacion.numTrenes];  iconoTrenes = new Icon[Inicializacion.numTrenes];  for(int i = 0; i < Inicializacion.numTrenes; i++) {  labelImg[i] = new JLabel();  labelImg[i].setVisible(false);  labelImg[i].setBounds(x, y, 50, 30);  iconoTrenes[i] = new ImageIcon(imgTrenes[i].getImage().getScaledInstance(labelImg[i].getWidth(),labelImg[i].getHeight(), Image.SCALE\_DEFAULT));  labelImg[i].setIcon(iconoTrenes[i]);  container.add(labelImg[i]);  }  imagenesEstaciones = new JLabel[]{  new JLabel(new ImageIcon(this.getClass().getResource(imgMetro))),  new JLabel(new ImageIcon(this.getClass().getResource(imgMetro))),  new JLabel(new ImageIcon(this.getClass().getResource(imgMetro))),  new JLabel(new ImageIcon(this.getClass().getResource(imgMetro))),  new JLabel(new ImageIcon(this.getClass().getResource(imgMetro))),  new JLabel(new ImageIcon(this.getClass().getResource(imgMetro))),  new JLabel(new ImageIcon(this.getClass().getResource(imgMetro))),  new JLabel(new ImageIcon(this.getClass().getResource(imgMetro))),  new JLabel(new ImageIcon(this.getClass().getResource(imgMetro))),  new JLabel(new ImageIcon(this.getClass().getResource(imgMetro))),  new JLabel(new ImageIcon(this.getClass().getResource(imgMetro))),  new JLabel(new ImageIcon(this.getClass().getResource(imgMetro))),  new JLabel(new ImageIcon(this.getClass().getResource(imgMetro))),  new JLabel(new ImageIcon(this.getClass().getResource(imgMetro))),  new JLabel(new ImageIcon(this.getClass().getResource(imgMetro))),  new JLabel(new ImageIcon(this.getClass().getResource(imgMetro))),  new JLabel(new ImageIcon(this.getClass().getResource(imgMetro))),  new JLabel(new ImageIcon(this.getClass().getResource(imgMetro))), // 18  };  imagenesVerde = new JLabel[]{  new JLabel(new ImageIcon(this.getClass().getResource(imgVerde))),  new JLabel(new ImageIcon(this.getClass().getResource(imgVerde))),  new JLabel(new ImageIcon(this.getClass().getResource(imgVerde))),  new JLabel(new ImageIcon(this.getClass().getResource(imgVerde))),  new JLabel(new ImageIcon(this.getClass().getResource(imgVerde))),  new JLabel(new ImageIcon(this.getClass().getResource(imgVerde))),  new JLabel(new ImageIcon(this.getClass().getResource(imgVerde))),  new JLabel(new ImageIcon(this.getClass().getResource(imgVerde))),  new JLabel(new ImageIcon(this.getClass().getResource(imgVerde))),  new JLabel(new ImageIcon(this.getClass().getResource(imgVerde))),  new JLabel(new ImageIcon(this.getClass().getResource(imgVerde))),  new JLabel(new ImageIcon(this.getClass().getResource(imgVerde))),  new JLabel(new ImageIcon(this.getClass().getResource(imgVerde))),  new JLabel(new ImageIcon(this.getClass().getResource(imgVerde))),  new JLabel(new ImageIcon(this.getClass().getResource(imgVerde))),  new JLabel(new ImageIcon(this.getClass().getResource(imgVerde))),  new JLabel(new ImageIcon(this.getClass().getResource(imgVerde))),  new JLabel(new ImageIcon(this.getClass().getResource(imgVerde))), // 18  };  imagenesRojo = new JLabel[]{  new JLabel(new ImageIcon(this.getClass().getResource(imgRojo))),  new JLabel(new ImageIcon(this.getClass().getResource(imgRojo))),  new JLabel(new ImageIcon(this.getClass().getResource(imgRojo))),  new JLabel(new ImageIcon(this.getClass().getResource(imgRojo))),  new JLabel(new ImageIcon(this.getClass().getResource(imgRojo))),  new JLabel(new ImageIcon(this.getClass().getResource(imgRojo))),  new JLabel(new ImageIcon(this.getClass().getResource(imgRojo))),  new JLabel(new ImageIcon(this.getClass().getResource(imgRojo))),  new JLabel(new ImageIcon(this.getClass().getResource(imgRojo))),  new JLabel(new ImageIcon(this.getClass().getResource(imgRojo))),  new JLabel(new ImageIcon(this.getClass().getResource(imgRojo))),  new JLabel(new ImageIcon(this.getClass().getResource(imgRojo))),  new JLabel(new ImageIcon(this.getClass().getResource(imgRojo))),  new JLabel(new ImageIcon(this.getClass().getResource(imgRojo))),  new JLabel(new ImageIcon(this.getClass().getResource(imgRojo))),  new JLabel(new ImageIcon(this.getClass().getResource(imgRojo))),  new JLabel(new ImageIcon(this.getClass().getResource(imgRojo))),  new JLabel(new ImageIcon(this.getClass().getResource(imgRojo))), // 18  };  for(int i = 0; i < imagenesVerde.length; i++) {  imagenesVerde[i].setVisible(true);  imagenesRojo[i].setVisible(false);  }  /\* \*  \* VIAS \*  \* \*/  via1 = new JTextField();  via1.setBounds(0, 150, 1250, 20);  for(int i = 0; i < 600; i++) via1.setText(via1.getText() + "|");  via1.setEnabled(false);  via1.setDisabledTextColor(Color.WHITE);  via1.setBackground(Color.GRAY);  container.add(via1);    /\* \*  \* ESTACIONES \*  \* \*/  // Estaciones de arriba, x+60  nombres[0].setBounds(50, 110, 150, 50);  container.add(nombres[0]);  imagenesEstaciones[0].setBounds(60, yEstArriba, AnchoEstArriba, AltoEstArriba);  container.add(imagenesEstaciones[0]);  imagenesVerde[0].setBounds(75, ySemArriba, AnchoSemArriba, AltoSemArriba);  container.add(imagenesVerde[0]);  imagenesRojo[0].setBounds(75, ySemArriba, AnchoSemArriba, AltoSemArriba);  container.add(imagenesRojo[0]);  nombres[1].setBounds(110, 90, 150, 50);  container.add(nombres[1]);  imagenesEstaciones[1].setBounds(120, yEstArriba, AnchoEstArriba, AltoEstArriba);  container.add(imagenesEstaciones[1]);  imagenesVerde[1].setBounds(135, ySemArriba, AnchoSemArriba, AltoSemArriba);  container.add(imagenesVerde[1]);  imagenesRojo[1].setBounds(135, ySemArriba, AnchoSemArriba, AltoSemArriba);  container.add(imagenesRojo[1]);  nombres[2].setBounds(160, 110, 150, 50);  container.add(nombres[2]);  imagenesEstaciones[2].setBounds(180, yEstArriba, AnchoEstArriba, AltoEstArriba);  container.add(imagenesEstaciones[2]);  imagenesVerde[2].setBounds(190, ySemArriba, AnchoSemArriba, AltoSemArriba);  container.add(imagenesVerde[2]);  imagenesRojo[2].setBounds(190, ySemArriba, AnchoSemArriba, AltoSemArriba);  container.add(imagenesRojo[2]);  nombres[3].setBounds(220, 90, 150, 50);  container.add(nombres[3]);  imagenesEstaciones[3].setBounds(240, yEstArriba, AnchoEstArriba, AltoEstArriba);  container.add(imagenesEstaciones[3]);  imagenesVerde[3].setBounds(250, ySemArriba, AnchoSemArriba, AltoSemArriba);  container.add(imagenesVerde[3]);  imagenesRojo[3].setBounds(250, ySemArriba, AnchoSemArriba, AltoSemArriba);  container.add(imagenesRojo[3]);  nombres[4].setBounds(280, 110, 150, 50);  container.add(nombres[4]);  imagenesEstaciones[4].setBounds(300, yEstArriba, AnchoEstArriba, AltoEstArriba);  container.add(imagenesEstaciones[4]);  imagenesVerde[4].setBounds(310, ySemArriba, AnchoSemArriba, AltoSemArriba);  container.add(imagenesVerde[4]);  imagenesRojo[4].setBounds(310, ySemArriba, AnchoSemArriba, AltoSemArriba);  container.add(imagenesRojo[4]);  nombres[5].setBounds(340, 90, 150, 50);  container.add(nombres[5]);  imagenesEstaciones[5].setBounds(360, yEstArriba, AnchoEstArriba, AltoEstArriba);  container.add(imagenesEstaciones[5]);  imagenesVerde[5].setBounds(370, ySemArriba, AnchoSemArriba, AltoSemArriba);  container.add(imagenesVerde[5]);  imagenesRojo[5].setBounds(370, ySemArriba, AnchoSemArriba, AltoSemArriba);  container.add(imagenesRojo[5]);  nombres[6].setBounds(420, 110, 150, 50);  container.add(nombres[6]);  imagenesEstaciones[6].setBounds(420, yEstArriba, AnchoEstArriba, AltoEstArriba);  container.add(imagenesEstaciones[6]);  imagenesVerde[6].setBounds(430, ySemArriba, AnchoSemArriba, AltoSemArriba);  container.add(imagenesVerde[6]);  imagenesRojo[6].setBounds(430, ySemArriba, AnchoSemArriba, AltoSemArriba);  container.add(imagenesRojo[6]);  nombres[7].setBounds(490, 90, 150, 50);  container.add(nombres[7]);  imagenesEstaciones[7].setBounds(480, yEstArriba, AnchoEstArriba, AltoEstArriba);  container.add(imagenesEstaciones[7]);  imagenesVerde[7].setBounds(490, ySemArriba, AnchoSemArriba, AltoSemArriba);  container.add(imagenesVerde[7]);  imagenesRojo[7].setBounds(490, ySemArriba, AnchoSemArriba, AltoSemArriba);  container.add(imagenesRojo[7]);  nombres[8].setBounds(550, 110, 150, 50);  container.add(nombres[8]);  imagenesEstaciones[8].setBounds(540, yEstArriba, AnchoEstArriba, AltoEstArriba);  container.add(imagenesEstaciones[8]);  imagenesVerde[8].setBounds(550, ySemArriba, AnchoSemArriba, AltoSemArriba);  container.add(imagenesVerde[8]);  imagenesRojo[8].setBounds(550, ySemArriba, AnchoSemArriba, AltoSemArriba);  container.add(imagenesRojo[8]);  nombres[9].setBounds(580, 90, 150, 50);  container.add(nombres[9]);  imagenesEstaciones[9].setBounds(600, yEstArriba, AnchoEstArriba, AltoEstArriba);  container.add(imagenesEstaciones[9]);  imagenesVerde[9].setBounds(610, ySemArriba, AnchoSemArriba, AltoSemArriba);  container.add(imagenesVerde[9]);  imagenesRojo[9].setBounds(610, ySemArriba, AnchoSemArriba, AltoSemArriba);  container.add(imagenesRojo[9]);  nombres[10].setBounds(660, 110, 150, 50);  container.add(nombres[10]);  imagenesEstaciones[10].setBounds(660, yEstArriba, AnchoEstArriba, AltoEstArriba);  container.add(imagenesEstaciones[10]);  imagenesVerde[10].setBounds(670, ySemArriba, AnchoSemArriba, AltoSemArriba);  container.add(imagenesVerde[10]);  imagenesRojo[10].setBounds(670, ySemArriba, AnchoSemArriba, AltoSemArriba);  container.add(imagenesRojo[10]);  nombres[11].setBounds(730, 90, 150, 50);  container.add(nombres[11]);  imagenesEstaciones[11].setBounds(720, yEstArriba, AnchoEstArriba, AltoEstArriba);  container.add(imagenesEstaciones[11]);  imagenesVerde[11].setBounds(730, ySemArriba, AnchoSemArriba, AltoSemArriba);  container.add(imagenesVerde[11]);  imagenesRojo[11].setBounds(730, ySemArriba, AnchoSemArriba, AltoSemArriba);  container.add(imagenesRojo[11]);  nombres[12].setBounds(800, 110, 150, 50);  container.add(nombres[12]);  imagenesEstaciones[12].setBounds(780, yEstArriba, AnchoEstArriba, AltoEstArriba);  container.add(imagenesEstaciones[12]);  imagenesVerde[12].setBounds(790, ySemArriba, AnchoSemArriba, AltoSemArriba);  container.add(imagenesVerde[12]);  imagenesRojo[12].setBounds(790, ySemArriba, AnchoSemArriba, AltoSemArriba);  container.add(imagenesRojo[12]);  nombres[13].setBounds(855, 90, 150, 50);  container.add(nombres[13]);  imagenesEstaciones[13].setBounds(840, yEstArriba, AnchoEstArriba, AltoEstArriba);  container.add(imagenesEstaciones[13]);  imagenesVerde[13].setBounds(850, ySemArriba, AnchoSemArriba, AltoSemArriba);  container.add(imagenesVerde[13]);  imagenesRojo[13].setBounds(850, ySemArriba, AnchoSemArriba, AltoSemArriba);  container.add(imagenesRojo[13]);  nombres[14].setBounds(895, 110, 150, 50);  container.add(nombres[14]);  imagenesEstaciones[14].setBounds(900, yEstArriba, AnchoEstArriba, AltoEstArriba);  container.add(imagenesEstaciones[14]);  imagenesVerde[14].setBounds(910, ySemArriba, AnchoSemArriba, AltoSemArriba);  container.add(imagenesVerde[14]);  imagenesRojo[14].setBounds(910, ySemArriba, AnchoSemArriba, AltoSemArriba);  container.add(imagenesRojo[14]);  nombres[15].setBounds(950, 90, 150, 50);  container.add(nombres[15]);  imagenesEstaciones[15].setBounds(960, yEstArriba, AnchoEstArriba, AltoEstArriba);  container.add(imagenesEstaciones[15]);  imagenesVerde[15].setBounds(970, ySemArriba, AnchoSemArriba, AltoSemArriba);  container.add(imagenesVerde[15]);  imagenesRojo[15].setBounds(970, ySemArriba, AnchoSemArriba, AltoSemArriba);  container.add(imagenesRojo[15]);  nombres[16].setBounds(1030, 110, 150, 50);  container.add(nombres[16]);  imagenesEstaciones[16].setBounds(1020, yEstArriba, AnchoEstArriba, AltoEstArriba);  container.add(imagenesEstaciones[16]);  imagenesVerde[16].setBounds(1030, ySemArriba, AnchoSemArriba, AltoSemArriba);  container.add(imagenesVerde[16]);  imagenesRojo[16].setBounds(1030, ySemArriba, AnchoSemArriba, AltoSemArriba);  container.add(imagenesRojo[16]);  nombres[17].setBounds(1090, 90, 150, 50);  container.add(nombres[17]);  imagenesEstaciones[17].setBounds(1080, yEstArriba, AnchoEstArriba, AltoEstArriba);  container.add(imagenesEstaciones[17]);  imagenesVerde[17].setBounds(1090, ySemArriba, AnchoSemArriba, AltoSemArriba);  container.add(imagenesVerde[17]);  imagenesRojo[17].setBounds(1090, ySemArriba, AnchoSemArriba, AltoSemArriba);  container.add(imagenesRojo[17]);  ventana.setVisible(true);  ventana.toFront();  }  public static void main(String[] args) {  new Ventana("Red de metro");  }  } |

En esta clase ventana la haremos pública para poder acceder desde el resto de las clases y la pondremos una extensión con JPanel.

Dentro de ella lo primero que haremos será declarar todas las variables y constantes que vamos a utilizar y definir tanto si son públicas o privadas.

Una vez hecho esto haremos un constructor público de la ventana que cogeremos un String que le pasamos desde la clase **Main**. Con este String le daremos el título y el nombre a la ventana.

A la ventana le pondremos un layout con formato null para poder colocar los componentes en la posición que queramos con setBounds, creamos una capa contenedora (recordamos que las declaraciones las hacemos encima del constructor en la parte habilitada para ello) y le decimos que ocupa todo el espacio de la ventana y le damos un color de fondo a la capa contenedora.

Creamos un array de JLabel para los nombres de las estaciones con el tamaño del número de estaciones y lo inicializamos en un bucle for. Con setText y dentro de este método llamamos al array que contiene los nombres en la clase **Inicialización** y así conseguimos asignar cada JLabel con el nombre de cada estación. Le damos una fuente, un tipo de texto y un tamaño al texto del JLabel. Se encuentra comentado que nos muestre por consola los JLabel, esto se hizo para comprobar que se habían guardado correctamente los nombres.

Ahora implementamos las imágenes que vamos a utilizar, son la imagen de la estación de metro, los dos semáforos y los trenes que vamos a utilizar.

Poner las imágenes de los trenes que vamos a utilizar en un ImageIcon, le ponemos el mismo tamaño que número de trenes hay a un Jlabel para estas imágenes y a un Icon para después añadir las imágenes.

Con un bucle for que recorra el número de trenes declaramos el Jlabel al que hemos puesto tamaño. Hacemos invisibles los Jlabel y los colocamos con un setBounds. A continuación implementamos las ImageIcon como Icon consiguiendo la imagen y la escala para después averiguar el ancho y el alto. Introducimos el Icon en el Jlabel y añadimos el Jlabel a la capa contenedora.

Declaramos en un Jlabel e implementamos las imágenes de las estaciones. Hacemos lo mismo con los semáforos verdes y rojos.

Con un bucle for que recorra todos los semáforos y ponemos como visible el semáforo en verde y en invisible el rojo.

Creamos la vía por la que va a pasar el tren, la creamos con un JTextField y con setBounds la ponemos donde queremos con un ancho y un alto. Con un bucle for le escribimos barras verticales para una mejor apariencia. Hacemos que no se pueda escribir sobre el textField, el color de texto se lo ponemos en blanco y el color de fondo en gris y añadimos la vía a la capa contenedora.

Ahora vamos colocando los nombres de las estaciones, las imágenes de la estación y las imágenes de los semáforos con un setBouns y los añadimos a la capa contenedora, así con hasta haber colocado todas las estaciones y todos los semáforos donde queremos.

Una vez creados todas las estaciones, hacemos visible la ventana y hacemos que se muestre al frente.

Con un Main propio de la ventana podemos ir viendo como va quedando la ventana.

\*Anotación: cuando añadimos el primer setBounds para poner el nombre de las estaciones, da error porque no sabe donde sacar las inicializaciones que las hace el programa principal.

**4. Explicación**

**a. Clases**

Tenemos una clase principal llamada Main de la cual se hacen las inicializaciones y las llamadas a las otras clases.

Una clase Inicialización que es donde inicializamos todo lo que podemos utilizar en varias clases, hacemos esta clase para tener todas las variables locales juntas.

Una clase método que utilizamos para inicializar los arrays y la matriz.

Una clase trenes que es donde vamos a manejar los hilos y el movimiento de los trenes.

**b. Estructura**

Como hemos explicado anteriormente se ha estructurado en varios bloques.

El primer bloque hacemos las inicializaciones.

El segundo bloque llamamos a los métodos.

El tercer bloque inicializamos los arrays de los hilos y los lanzamos.

El cuarto bloque manejamos los hilos y dentro de este bloque tendríamos un quinto bloque que es utilizar la ventana y hacer que los trenes se muevan.

**5. Listado de pruebas**

**a. Entrada**

Introducimos los datos y sacamos por la consola los datos para ver si se han introducido correctamente.

![](data:image/png;base64,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)

**b. Ejecución**

Después de ver que está todo correctamente funcionando, vemos que sale por consola como se van desplazando los trenes y como van entrando los trenes en las estaciones, además en el entorno gráfico se puede ver también la ejecución del programa.
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Aquí tenemos varios ejemplos de como funciona gráficamente.

A continuación mostraremos como funciona el programa con los mensajes en la consola.
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Por consola podemos ver que es algo más lioso porque a veces los mensajes no salen en el orden correcto, a veces se retrasan y parece que el orden no es correcto o que hay algo mal.

**c. Salida**

Al acabar los trenes su recorrido mostramos por consola que los trenes han acabado el recorrido.
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En el entorno gráfico simplemente dejaremos de ver como pasan los trenes.

**6. Conclusiones**

La práctica ha resultado más difícil de lo que parecía. El mayor problema ha sido el entorno gráfico porque todavía no tenemos los conocimientos necesarios y se ha procedido a investigar como realizar ciertas partes de dicho entorno.